**Практична робота №6. Розгляд прикладів програм лінійної, розгалуженої та циклічної структури, побудова блок-схем**

**Мета:** навчитися складати алгоритми програм лінійної, розгалуженої та циклічної структури**.**

**Завдання.**

1. Ознайомтеся з теоретичною частиною.
2. Намалюйте блок-схему до задачі розглянутій в теоретичній частині (рівняння *ax*+*b* =0) для різних пар a,b.
3. Зробіть постановку задачі з визначеннямвхідних та вихідних даних, розробіть блок-схему для наступних двох розрахунків та напишіть програму.

![](data:image/x-wmf;base64,183GmgAAAAAAAAAIQAcACQAAAABRUQEACQAAA3ABAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCQAcACBIAAAAmBg8AGgD/////AAAQAAAAwP///7f////ABwAA9wYAAAsAAAAmBg8ADABNYXRoVHlwZQAAoAEQAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAgQAAAAtAQAACAAAADIKsgWSAgEAAADvAAgAAAAyCtkGkgIBAAAA7gAIAAAAMgobA5ICAQAAAO8ACAAAADIKQgSSAgEAAADtAAgAAAAyCqsBkgIBAAAA7AAIAAAAMgoABFQEAQAAAC0ACAAAADIKwAEKBQEAAAArAAgAAAAyCgAEaQEBAAAAPQAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAPEEAAAALQEBAAQAAADwAQAACAAAADIKQAZIBwEAAAApAAkAAAAyCkAGTAMEAAAAY29zKAgAAAAyCgAEiAYBAAAAMQAIAAAAMgoABCgGAQAAAC4ACAAAADIKAARoBQEAAAAyAAgAAAAyCsAB+gUBAAAAMQAVAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAPEEAAAALQEAAAQAAADwAQEACAAAADIKFAEtBAEAAAAyABUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAA8QQAAAAtAQEABAAAAPABAAAIAAAAMgpABtQFAgAAAGF4CAAAADIKAARkAwEAAAB4AAgAAAAyCsABZAMBAAAAeAAIAAAAMgoABF4AAQAAAHkACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AzAQAAAAtAQAABAAAAPABAQADAAAAAAA=) якщо ![](data:image/x-wmf;base64,183GmgAAAAAAAKAGoAYBCQAAAAAQXgEACQAAAzIBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCoAagBhIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9gBgAARgYAAAsAAAAmBg8ADABNYXRoVHlwZQAAcAEVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAB0EAAAALQEAAAgAAAAyCgAGlgUBAAAANAAIAAAAMgoABjYFAQAAAC4ACAAAADIKAAZ2BAEAAAAxAAgAAAAyCgAGNAABAAAAMAAIAAAAMgrAA4MEAQAAADQACAAAADIKwAMjBAEAAAAuAAgAAAAyCsADYwMBAAAAMQAIAAAAMgqAAQIEAQAAADAAEAAAAPsCgP4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAIEAAAALQEBAAQAAADwAQAACAAAADIKAAZ4AwEAAACjAAgAAAAyCgAGPwEBAAAAowAIAAAAMgrAA2UCAQAAAD4ACAAAADIKgAHgAgEAAAA8ABUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAAHQQAAAAtAQAABAAAAPABAQAIAAAAMgoABnkCAQAAAHgACAAAADIKwANgAQEAAAB4AAgAAAAyCoAB4QEBAAAAeAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDMBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)![](data:image/x-wmf;base64,183GmgAAAAAAAOAFAAIBCQAAAADwWQEACQAAAwoBAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAALgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b///+gBQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAP0EAAAALQEAAAgAAAAyCmABQwUBAAAALAAIAAAAMgpgAZkDAQAAADgACAAAADIKYAE5AwEAAAAuAAgAAAAyCmABeQIBAAAAMAAQAAAA+wKA/gAAAAAAAJABAQAAAgACABBTeW1ib2wAAgQAAAAtAQEABAAAAPABAAAIAAAAMgpgATsEAQAAAHAAEAAAAPsCgP4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAIEAAAALQEAAAQAAADwAQEACAAAADIKYAFXAQEAAAA9ABUAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAA/QQAAAAtAQEABAAAAPABAAAIAAAAMgpgAToAAQAAAGEACgAAACYGDwAKAP////8BAAAAAAAQAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AzAQAAAAtAQAABAAAAPABAQADAAAAAAA=)![](data:image/x-wmf;base64,183GmgAAAAAAAIAGAAIBCQAAAACQWgEACQAAA/oAAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCAAKABhIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9ABgAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AADcEAAAALQEAAAgAAAAyCmABZgUCAAAAXSwIAAAAMgpgAaYEAQAAADIACAAAADIKYAFABAEAAAAsAAgAAAAyCmABpAMBAAAAMQAIAAAAMgpgAUkCAQAAAFsAEAAAAPsCgP4AAAAAAACQAQAAAAIAAgAQU3ltYm9sAAIEAAAALQEBAAQAAADwAQAACAAAADIKYAHTAgEAAAAtAAgAAAAyCmABJwEBAAAAzgAVAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AADcEAAAALQEAAAQAAADwAQEACAAAADIKYAFMAAEAAAB4AAoAAAAmBg8ACgD/////AQAAAAAAEAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAMwEAAAALQEBAAQAAADwAQAAAwAAAAAA)![](data:image/x-wmf;base64,183GmgAAAAAAAGAFwAECCQAAAACzWgEACQAAA+oAAAACABUAAAAAAAUAAAAJAgAAAAAEAAAAAgEBAAUAAAABAv///wAEAAAALgEYAAUAAAAxAgEAAAAFAAAACwIAAAAABQAAAAwCwAFgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gBQAAhgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAVAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AAEUEAAAALQEAAAgAAAAyCmABagQBAAAAMgAIAAAAMgpgAQoEAQAAAC4ACAAAADIKYAFKAwEAAAAwABAAAAD7AoD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAACBAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABKAIBAAAAPQAIAAAAMgpgAToAAQAAAEQAFQAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAABFBAAAAC0BAAAEAAAA8AEBAAgAAAAyCmABIwEBAAAAeAAKAAAAJgYPAAoA/////wEAAAAAABAAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQDMBAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)
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1. Надайте відповідь на запитання: чи можна об’єднати ці розрахунки в одному циклі?

***Блок - схеми можна розробити в будь-якому наявному у вас редакторі, зокрема у Word, використовуючи графічні примітиви, які надаються в меню Вставка→Фігури. В крайньому випадку намалюйте в зошиті, сфотографуйте і вставте в файл з виконанням завдання як малюнок.***

Результати у вигляді текстового файлу надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)

Файл повинен мати назву в такому форматі:

**АР<Номер групи><Номер лекції / практичної / лабораторної [літера позначення типу роботи L – лекція, P – практична, R – лабораторна]<Прізвище англійською>**. Наприклад, **АРPTBD-2104P**buts.doc.

**Тему в заголовку листа записати**

**АР <Номер групи>-><Номер лекції / практичної / лабораторної [літера позначення типу роботи L – лекція, P – практична, R – лабораторна]<Прізвище >**

**Строк виконання 22.03.2024**

**ТЕОРЕТИЧНА ЧАСТИНА**

**Проектування програми**.

Найчастіше алгоритм створюють, поступово уточнюючи поняття, пов'язані із задачею, і необхідні дії. Тоді кажуть, що розробку ведуть **згори донизу**.

Напишемо програму, що розв'язує рівняння *ax*+*b* =0.

**Уточнення постановки задачі**. Визначимо вхідні й вихідні дані програми. *Вхід*: коефіцієнти рівняння – два дійсних числа *a* та *b*. *Вихід*: кількість розв'язків; якщо розв'язок один – то саме цей розв'язок.

**Математичний аналіз задачі**. За умови *a* ≠0 рівняння має один розв'язок - *b*/*a*.

Тому потрібна перевірка, що вхідні дані коректні, тобто, що *a* ≠0.

**Проектування програми**.

У загальному вигляді алгоритм такий:

1. Отримати вхідні дані.

2. Обробити вхідні дані.

3. Вивести результат обробки.

Уточнимо кожен із кроків алгоритму.

"Отримати вхідні дані".

1.1. Вивести запрошення на введення даних.

1.2. Увести коефіцієнти рівняння в дійсні змінні **a** та **b**.

"Обробити вхідні дані". На основі аналізу задачі, якщо *a* ≠ 0, то кількість розв'язків дорівнює 1, а розв'язком є -*b*/*a*. Розв'язок запам'ятаємо в дійсній змінній **x**.

"Вивести результат обробки".

3.1. Вивести рівняння, уведене користувачем.

3.2. За допомогою значень змінної **x** вивести розв'язок, якщо він є, інакше вивести повідомлення про відсутність рішення.

Нарешті, можна кодувати.

**//програма, що розв'язує рівняння ax+b=0**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**double a=0, b=0; //** коефіцієнти рівняння

**double x; // розв'язок рівняння**

**// отримати вхідні дані**

**cout<<"Enter coefficients a and b of " << "equation ax+b=0 (2 reals)\n";**

**cin>>a>>b;**

**// Підготовити виведення результату**

**cout<<"Equation "<<a<<"x+"<< b <<"=0 has ";**

**// обробити введені дані**

**if (a!=0)**

**{x=(-b)/a;**

**// повідомити результат**

**cout <<" solution " << x<<"\n";**

**}**

**else cout<<" no solution\n"; // повідомити результат**

**system("pause");**

**return 0;**

**}**

У цій програмі кожен фрагмент коду задає певні дії для отримання необхідного результату, тобто має своє призначення, або свій **обов'язок**. На перший погляд, програму можна зробити коротшою: якби обчислювати й відразу виводити розв'язок. Однак тоді код обробки даних був би *перевантажений обов'язками*, тобто відповідав за кілька різних функцій (тут – обчислення й виведення на екран).

Якщо кожен фрагмент коду має своє, персональне призначення, то це, по-перше, робить загальну структуру програми прозорішою і, по-друге, полегшує модифікацію окремих частин програми. У наведеному прикладі можна забажати змінити вихідне текстове повідомлення, і це не вплине на алгоритм обчислення результату. Отже, відокремлення обробки від виведення результатів цілком обґрунтоване.

Ускладнимо розглянуту задачу. Нехай розв’язок потрібно знайти не для однієї пари чисел *a* та *b*, а для якоїсь заздалегідь невідомої кількості їх комбінацій. В цьому випадку значення *a* та *b* потрібно вводити в циклі та запитувати можливість припинення. Для цього програма може бути модифікована таким чином.

**//програма, що розв'язує рівняння ax+b=0 для різних пар a,b**

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**double a=0, b=0; // коефіцієнти рівняння**

**double x; // розв'язок рівняння**

**int IsContinue=1; // Ознака продовження**

**while (IsContinue == 1)**

**{**

**// отримати вхідні дані**

**cout<<"Enter coefficients a and b of " << "equation ax+b=0 (2 reals)\n";**

**cin>>a>>b;**

**// Підготовити виведення результату**

**cout<<"Equation "<<a<<"x+"<< b <<"=0 has ";**

**// обробити введені дані**

**if (a!=0)**

**{x=(-b)/a;**

**// повідомити результат**

**cout <<" solution " << x<<"\n";**

**}**

**else cout<<" no solution\n"; // повідомити результат**

**cout <<" Enter 1 for continue \n ";**

**cin>> IsContinue;**

**}**

**system("pause");**

**return 0;**

**}**

**Використання умовних операторів**

**Розглянемо приклад**. Написати фрагмент коду, що за дійсним *x* обчислює значення *f*(*x*) і присвоює його дійсній змінній *y*.
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Перепишемо формулу обчислення *f*(*x*) у еквівалентному вигляді.

![](data:image/jpeg;base64,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)

Якщо код писати безпосередньо за формулою, то такий фрагмент коду:

**if (x<=-5) y=0;**

**if (-5<x && x<3) y=2\*x;**

**if (3<=x && x<=7) y=x;**

**if (7<x) y=x+2;**

Цей код є правильним, але *неоптимальним* за кількістю виконуваних операцій. Якщо значенням змінної **x** є **-9.0**, то обчислюються всі чотири умови, хоча з погляду математики зрозуміло, що за істинності умови **x<=-5** решта умов хибні. Отже, модифікуємо фрагмент коду.

**if (x<=-5) y=0;**

**else if (-5<x && x<3) y=2\*x;**

**else if (3<=x && x<=7) y=x;**

**else if (7<x) y=x+2;**

Тепер за значення **-9.0** обчислюється тільки перша умова. Нехай значенням змінної **x** є **0.1**. Тоді вираз **x<=-5** є хибним, і обчислюється вираз **-5<x&&x<3**. Однак **x<=-5** хибний, тому **-5<x** є істинним! Отже, значенням виразу -**5<x&&x<3** є значення **x<3**. Міркуючи так само далі, отримуємо ще один варіант.

**if (x<=-5) y=0;**

**else if (x<3) y=2\*x; // тут значення -5<x істинне**

**else if (x<=7) y=x; // тут значення 3<=x істинне**

**else y=x+2; // тут значення 7<x істинне**

Зауважимо: наступний фрагмент коду для нашої задачі є *помилковим*.

**if (x<=-5) y=0;**

**if (x<3) y=2\*x;**

**if (x<=7) y=x;**

**else y=x+2;**

Якщо значенням **x** є **1.0**, то умова **x<3** істинна, тому спочатку виконується присвоювання **y=2\*x**. Проте потім перевіряється умова **x<=7**, виявляється істинною, і виконується **y=x**, що, вочевидь, є помилковим.

Дуже часто інструкції розгалуження є частиною інших розгалужень, тому їх записують "східцями", зсуваючи вкладену інструкцію праворуч, наприклад, таким чином:

**if (*умова1*)**

**if (*умова2*)**

***інструкція1***

**else**

***інструкція2***

**else ...**

Інколи виникають довгі ланцюги розгалужень, в яких за словами **else** йдуть наступні розгалуження з **if** на початку. Краще записувати їх у такому вигляді:

**if (*умова*)**

***інструкція***

**else if (*умова*)**

***інструкція***

**else if (*умова*)**

**...**

**З попередньої лекції зірваної тривогою**

Інструкція циклу **for** або **for**-інструкція, має загальний вигляд

**for (*початкова дія*; *умова*; *перехідна дія*)**

***основна дія***

Слово **for** зарезервоване, дужки та два знаки; усередині дужок є обов'язковими. Початкова дія, умова й перехідна дія є *виразами* (кожен із них може бути порожнім), основна дія – *інструкцією*.

Оператор циклу **for** реалізується таким чином:

* виконується початкова дія - вираз ініціювання (виконання цієї нотації може бути здійснено до оператора **for**);
* обчислюється вираз-умова;
* якщо умовний вираз приймає значення «істина» — виконуються оператори циклу;
* обчислюється вираз ітерації;
* знову перевіряється умова;
* як тільки умова прийме значення **0** («хиба, неправда»), керування передається оператору, що розташований за оператором циклу **for**.

Оскільки в операторі **for** перевірка виразу-умови відбувається перед циклом, то у випадку помилкової умови цикл може жодного разу не виконуватися.

Оператор **for** може використовувати декілька змінних, що керують циклом, а будь-які вирази можуть бути відсутніми, наприклад:

**int n, у;**

**for (int k = 0, n = 20;k <= n; k++, n--)**

**y = k \* n;**

або

**int і=0;**

**for (; і < 4; i++)**

Перший фрагмент має два вирази ініціювання і два вирази ітерації. Спочатку відбувається присвоювання значень змінним **k = 0 і** **n = 20**, далі здійснюється порівняння **k <= n** і, якщо ця умова має значення «істина», то буде виконуватися тіло циклу, а потім вираз **k++ і** **n–**, якщо ж умова не виконується, то цикл припиняє свою роботу.

C++ дозволяє поєднати ці дві дії в одному виразі – за допомогою операції послідовного обчислення. Операція зі знаком "**,**" позначає послідовне обчислення виразів, записаних через кому (в прикладі це **к = 0, n = 20;)**. Ця послідовність виразів розглядається як один вираз; його значенням є значення останнього виразу. Операція послідовного обчислення дозволяє на місці одного виразу записати кілька.

Операторам циклів с параметром **for** потрібно віддати перевагу при організації циклів з лічильниками.

В циклі **for** можна використовувати інструкції **break** та **continue.** Інструкція **break** у тілі циклу **for** завершує його виконання, а інструкція **continue** завершує виконання лише тіла циклу; відразу після неї виконується перехідна дія.

**Приклад.** Дуже часто інструкція циклу **for** зустрічається у вигляді

**for (k=0; k<n; ++k) *інструкція***

й задає виконання *інструкції* за значень *k* = 0, 1, 2, …, *n*-1 або у вигляді

**for (k=1; k<=n; ++k) *інструкція***

й задає виконання *інструкції* за значень *k* = 1, 2, …, *n*, або у вигляді

**for (k=n; k>0; --k) *інструкція***

й задає виконання *інструкції* за значень *k* = *n*, *n*-1, …, 2, 1. Змінну **k** у цих ситуаціях інколи називають **лічильником циклу**.

**Переривання break та продовження циклу continue**

Виконання інструкції **break** всередині циклу будь-якого різновиду перериває й завершує цикл; далі виконуються дії, наступні за цим циклом. Якщо **break** записано в інструкції циклу, вкладеній в іншу інструкцію циклу, то виконання **break** завершує вкладений цикл, а зовнішній цикл продовжується.

Інструкція **continue** всередині циклу задає перехід на кінець тіла циклу. В інструкціях циклу з перед- і післяумовою після **continue** обчислюється умова продовження циклу.

**Приклад.** За допомогою клавіатури вводиться послідовність дійсних чисел. Потрібно підрахувати суму її додатних елементів, а за появи 0 видати накопичену суму й завершити роботу.

Запрограмуємо цикл, в якому вводиться й обробляється послідовність чисел. Уведене число зберігаємо в змінній **x**, а суму додатних елементів – у змінній **sum**. Якщо під час уведення трапилася помилка, то подальші дії з уведення не виконуються, а змінна **x** зберігає своє останнє значення. Тому умовою продовження циклу буде саме відсутність помилок (інакше можна отримати цикл, який ніколи не завершиться!). Цю умову задає значення виразу введення **cin>>x**, перетворене до логічного типу.

**#include <iostream>**

**using namespace std;**

**int main()**

**{ double x;**

**double sum=0;**

**cout<<"Enter reals:\n";**

**while (cin>>x){**

**if (x==0.) break; //виходимо з циклу**

**if (x<0.) continue; //пропускаємо від'ємні**

**sum+=x;**

**}**

**cout << "sum=" << sum << endl;**

**system("pause");**

**return 0;**

**}**

Використання інструкції **continue** в цій програмі є дуже штучним. Ще одним недоліком є те, що в кінці не повідомляється, чи були помилки під час уведення. Інструкції програми виконуються *в порядку їх запису в програмі*. Про таку програму кажуть, що вона **структурована**. Інструкції **break** і **continue** *порушують* цей порядок обчислень, заплутуючи текст програми. Тому, користуючись ними, програміст повинен ретельно відслідковувати точку програми, якою продовжуються обчислення. Інколи ці інструкції дійсно скорочують запис розгалужень у циклі, проте в більшості випадків ті ж самі дії *можна описати без них*. Тому краще не зловживати **break** і **continue**.

**ДЛЯ ДОВІДКИ**

**Математичні функції (**заголовний файл **math.h)**

| **Прототип функції** | **Ім’я** | **Призначення** |
| --- | --- | --- |
| double sin (double \_х); | **sin (x)** | синус x (в радіанах) — **sin x** |
| double cos (double \_x); | **cos (x)** | косинус x (в радіанах) — **cos х** |
| double tan (double \_x); | **tan (x)** | тангенс х (в радіанах) — **tg х** |
| double asin (double \_x); | **asin (x)** | арксинус х — **arcsin х** |
| double acos (double \_x); | **acos (x)** | арккосинус х — **arcos х** |
| double atan (double \_x); | **atan (x)** | арктангенс х — **arctg х** |
| double atan2 (double \_y, double\_x); | **atan2 (y,x)** | арктангенс у/х — **arctg (у/х)** |
| double sinh (double \_x); | **sinh (x)** | синус гіперболічний х — **sh х** |
| double cosh (double \_x); | **cosh (x)** | косинус гіперболічний х — **ch х** |
| double tanh (double \_x); | **tanh (x)** | тангенс гіперболічний х — **th х** |
| double log (double \_x); | **log (x)** | натуральний логарифм х — **ln х** |
| double log10 (double \_x); | **log10 (x)** | десятковий логарифм х — **log х** |
| double exp (double \_x); | **exp (x)** | піднесення е до степеня х — **ех** |
| double pow (double \_x, double\_y); | **pow (x,y)** | піднесення х до степеня у — **ху** |
| double pow 10 (int \_p) | **pow10 (p)** | повертає **10р** |
| double sqrt (double \_х); | **sqrt (x)** | корінь iз x, x > 0 |
| double hypot (double\_x, double\_y); | **hypot (x,y)** | корінь із (х2+у2) |
| double fabs (double \_\_x); | **fabs (x)** | абсолютне значення х — |х| типу **double** |
| int abs (int \_x); | **abs (x)** | абсолютне значення х — |х| типу **int** |
| long labs (long \_x); | **labs (x)** | абсолютне значення х — |х| типу **long** |
| double fmod (double \_\_x, double\_y); | **fmod (x,y)** | залишок від ділення х на у |
| double ceil (double \_\_x); | **ceil (x)** | округлення до більшого |
| double floor (double \_x); | **floor (x)** | повертає найближче ціле, не більше за х |
| double modf (double \_x, double); | **modf(x,&p)** | виділяє цілу й дробову частинні числа |
| double atof(const char\* \_s); | **atof (s)** | перетворює рядок символів у число з плаваючою крапкою |